**Parte 3: Interacción con el usuario**

* **Respuesta a cambios en la selección** dentro de la tabla.
* Añade funcionalidad de los botones **añadir**, **editar**, y **borrar**.
* Crear un **diálogo emergente** (popup dialog) a medida para editar un contacto.
* **Validación de la entrada del usuario**.

**Respuesta a cambios en la selección de la Tabla**

Todavía no hemos usado la parte derecha de la interfaz de nuestra aplicación. La intención es usar esta parte para mostrar los detalles de la persona seleccionada por el usuario en la tabla.

En primer lugar vamos a añadir un nuevo método dentro de PersonOverviewController que nos ayude a rellenar las etiquetas con los datos de una sola persona.

Crea un método llamado **showPersonDetails(Person person).** Este método recorrerá todas las etiquetas y establecerá el texto con detalles de la persona usando setText(...) . Si en vez de una instancia de Person se pasa null entonces las etiquetas deben ser borradas.

**PersonOverviewController.java**

/\*\*

\* Rellenar las etiquetas para ver los datos personales de las personas.

\* Si los campos de una están vacios no mostrará nada

\* @param person the person or null

\*/

private void showPersonDetails(Person person) {

if (person != null) {

// Rellena las etiquetas con la información del objeto Person.

firstNameLabel.setText(person.getFirstName());

lastNameLabel.setText(person.getLastName());

streetLabel.setText(person.getStreet());

postalCodeLabel.setText(Integer.toString(person.getPostalCode()));

cityLabel.setText(person.getCity());

**// TODO: Hay que convertir la fecha de cumpleaños a un string.**

**// birthdayLabel.setText(...);**

} else {

// Si el objeto peson es null dejar todo en blanco.

firstNameLabel.setText("");

lastNameLabel.setText("");

streetLabel.setText("");

postalCodeLabel.setText("");

cityLabel.setText("");

birthdayLabel.setText("");

}

}

**Convierte la fecha de nacimiento en una cadena**

Te darás cuenta de que no podemos usar el atributo birthday directamente para establecer el valor de una Label porque se requiere un String, y birthday es de tipo LocalDate. Así pues necesitamos convertir birthday de LocalDate a String.

En la práctica vamos a necesitar convertir entre LocalDate y String en varios sitios y en ambos sentidos. Una buena práctica es crear una clase auxiliar con métodos estáticos (static) para esta finalidad. Llamaremos a esta clase **DateUtil** y la ubicaremos una paquete separado denominado **ch.makery.address.util**:

**DateUtil.java**

package ch.makery.address.util;

import java.time.LocalDate;

import java.time.format.DateTimeFormatter;

import java.time.format.DateTimeParseException;

/\*\*

\* Funciones de ayuda para manejar fechas.

\*

\*/

public class DateUtil {

/\*\* Patrón de fecha usado para esta conversión. Puedes cambiarlo a tu gusto. \*/

private static final String DATE\_PATTERN = "dd.MM.yyyy";

/\*\* Formato de la fecha. \*/

private static final DateTimeFormatter DATE\_FORMATTER =

DateTimeFormatter.ofPattern(DATE\_PATTERN);

/\*\*

\* Devuelve el valor de la fecha con el formato de string definido en la parte superior.

\* {@link DateUtil#DATE\_PATTERN} es el utilizado.

\* @ el parámetro fecha lo convertirá a tipo string

\* @ lo devuelve en formato string

\*/

public static String format(LocalDate date) {

if (date == null) {

return null;

}

return DATE\_FORMATTER.format(date);

}

/\*\*

\* Corvertir un string al formato definido {@link DateUtil#DATE\_PATTERN}

\* a un objeto fecha {@link LocalDate}.

\*

\* Devolverá null si el string no puede ser convertido.

\*

\* @param dateString la fecha con formato string

\* @devuelve el objeto fecha o nulo si o puede convertirlo

\*/

public static LocalDate parse(String dateString) {

try {

return DATE\_FORMATTER.parse(dateString, LocalDate::from);

} catch (DateTimeParseException e) {

return null;

}

}

/\*\*

\* Chequeo de si el string es una fecha válida.

\*

\* @parametro dateString

\* @devuelve true si el string es una fecha válida

\*/

public static boolean validDate(String dateString) {

// Try to parse the String.

return DateUtil.parse(dateString) != null;

}

}

**Nota:** Puedes cambiar el formato de la fecha cambiando el patrón DATE\_PATTERN. Para conocer los diferentes tipos de formato consulta **[DateTimeFormatter](http://docs.oracle.com/javase/8/docs/api/java/time/format/DateTimeFormatter.html)**.

<http://docs.oracle.com/javase/8/docs/api/java/time/format/DateTimeFormatter.html>

**Utilización de la clase DateUtil**

Ahora necesitamos utilizar la nueva clase DateUtil en el método showPersonDetails de PersonOverviewController. Sustituye el *TODO* que habíamos añadido con la línea siguiente:

birthdayLabel.setText(DateUtil.format(person.getBirthday()));

**Detecta cambios de selección en la tabla**

Para enterarse de que el usuario ha seleccionado a una persona en la tabla de contactos, necesitamos escuchar los cambios. Esto se consigue mediante la implementación de un interface de JavaFX que se llama [ChangeListener](http://docs.oracle.com/javase/8/javafx/api/) con un método llamado changed(...). Este método solo tiene tres parámetros: observable, oldValue, y newValue.

En Java 8 la forma más elegante de implementar una interfaz con un único método es mediante una *lambda expression*.

Añadiremos algunas líneas al método **initialize()**de **PersonOverviewController**. El código resultante se asemejará al siguiente:

**PersonOverviewController.java**

@FXML

private void initialize() {

// Inicializa la tabla persona con dos columnas.

firstNameColumn.setCellValueFactory(

cellData -> cellData.getValue().firstNameProperty());

lastNameColumn.setCellValueFactory(

cellData -> cellData.getValue().lastNameProperty());

// Borrar los detalles de persona.

showPersonDetails(null);

// Escucha si cambia la selección y muestra los detalles de la persona cuando cambia.

personTable.getSelectionModel().selectedItemProperty().addListener(

(observable, oldValue, newValue) -> showPersonDetails(newValue));

}

Con showPersonDetails(null); borramos los detalles de una persona.

Con personTable.getSelectionModel... obtenemos la *selectedItemProperty* de la tabla de personas, y le añadimos un *listener*. Cuando quiera que el usuario seleccione a una persona en la table, nuestra *lambda expression* será ejecutada: se toma la persona recien seleccionada y se le pasa al método showPersonDetails(...) method.

Intenta **ejecutar tu aplicación** en este momento. Comprueba que cuando seleccionas a una persona, los detalles sobre esta son mostrados en la parte derecha de la ventana.

Si algo no funciona, puedes comparar tu clase PersonOverviewController con [PersonOverviewController.java](http://code.makery.ch/assets/library/javafx-8-tutorial/part3/PersonOverviewController.java).

**El botón de borrar (Delete)**

Nuestro interfaz de usuario ya contiene un botón de borrar, pero sin funcionalidad. Podemos seleccionar la acción a ejecutar al pulsar un botón desde el *Scene Builder*. Cualquier método de nuestro controlador anotado con @FXML (o declarado como *public*) es accesible desde *Scene Builder*. Así pues, empecemos añadiendo el método de borrado al final de nuestra clase PersonOverviewController:

**PersonOverviewController.java**

/\*\*

\* Ejecutar cuando el usuario hace click en el botón borrar.

\*/

@FXML

private void handleDeletePerson() {

int selectedIndex = personTable.getSelectionModel().getSelectedIndex();

personTable.getItems().remove(selectedIndex);

}

Ahora, abre el archivo PersonOverview.fxml en el *SceneBuilder*. Selecciona el botón *Delete*, abre el apartado *Code* y pon handleDeletePerson en el menú desplegable denominado **On Action**.

**Gestión de errores**

¿qué ocurre si **pulsas el botón de borrar sin seleccionar a nadie** en la tabla.

Se produce un error de tipo ArrayIndexOutOfBoundsException porque no puede borrar una persona en el índice -1, que es el valor devuelto por el método getSelectedIndex() - cuando no hay ningún elemento seleccionado.

Ignorar semejante error no es nada recomendable. Deberíamos hacerle saber al usuario que tiene que seleccionar una persona previamente para poderla borrar (incluso mejor sería deshabilitar el botón para que el usuario ni siquiera tenga la oportunidad de realizar una acción incorrecta).

Vamos a añadir un diálogo emergente para informar al usuario. Desafortunadamente no hay componentes para diálogos incluidos en JavaFX 8. Para evitar tener que crearlos manualmente podemos **añadir una librería** que ya los incluya ([Dialogs](http://code.makery.ch/blog/javafx-8-dialogs/)):

1. Descarga este [controlsfx-8.0.6\_20.jar](https://github.com/marcojakob/tutorial-javafx-8/releases/download/v1.0/controlsfx-8.0.6_20.jar) (también se puede obtener de la [página web de ControlsFX](http://fxexperience.com/controlsfx/)). http://fxexperience.com/controlsfx/

**Importante: La versión de ControlsFX debe ser la 8.0.6\_20 o superior para que funcione con JDK 8u20 debido a un cambio crítico en esa versión.**

1. Ve a la subcarpeta **lib** dentro del proyecto y coloca dentro del archivo jar.
2. Añade la librería al **classpath** de tu proyecto: Botón dececho ratón en lib y “Add jar/forder”.

Con algunos cambios en el método handleDeletePerson() podemos mostrar una simple ventana de diálogo emergente en el caso de que el usuario pulse el botón **Delete** sin haber seleccionado a nadie en la tabla de contactos:

**PersonOverviewController.java**

/\*\*

\* Ejecutar cuando el usuario hace click en el botón borrar.

\*/

@FXML

private void handleDeletePerson() {

int selectedIndex = personTable.getSelectionModel().getSelectedIndex();

if (selectedIndex >= 0) {

personTable.getItems().remove(selectedIndex);

} else {

// Nothing selected.

Dialogs.create()

.title("Sin selección")

.masthead("No hay ninguna persona seleccionada.")

.message("Seleccione una persona en la tabla.")

.showWarning();

**// ventana de sistema de swing**

// javax.swing.JOptionPane.showMessageDialog(null, "Error, no has seleccionado a nadie");

}

}

**Diálogos para crear y editar contactos**

Las acciones de editar y crear nuevo contacto necesitan algo más de elaboración: vamos a necesitar una ventana de diálogo a medida (es decir, un nuevo stage) con un formulario para preguntar al usuario los detalles sobre la persona.

![](data:image/png;base64,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)**Diseña la ventana de diálogo**

1. Crea un nuevo archivo fxml llamado PersonEditDialog.fxml dentro del paquete *view*.
2. Usa un panel de rejilla (GridPane), etiquetas (Label), campos de texto (TextField) y botones (Button) para crear una ventana de diálogo como la siguiente:

**Crea el controlador para la ventana.**

Crea el controlador para la ventana de edición de personas y llámalo

 PersonEditDialogController.java:

**PersonEditDialogController.java**

package ch.makery.address.view;

import javafx.fxml.FXML;

import javafx.scene.control.TextField;

import javafx.stage.Stage;

import org.controlsfx.dialog.Dialogs;

import ch.makery.address.model.Person;

import ch.makery.address.util.DateUtil;

/\*\*

\* Ventana de diálogo para editar los detalles de una persona.

\*

\*/

public class PersonEditDialogController {

@FXML

private TextField firstNameField;

@FXML

private TextField lastNameField;

@FXML

private TextField streetField;

@FXML

private TextField postalCodeField;

@FXML

private TextField cityField;

@FXML

private TextField birthdayField;

private Stage dialogStage;

private Person person;

private boolean okClicked = false;

/\*\*

\* Inicializa el controlador de clase. Este método es llamado automáticamente

\* después de que el fichero fxml haya sido cargado.

\*/

@FXML

private void initialize() {

}

/\*\*

\* Carga la ventana (escenario) de diálogo.

\* @param dialogStage

\*/

public void setDialogStage(Stage dialogStage) {

this.dialogStage = dialogStage;

}

/\*\*

\* Carga la clase persona para que sea editada.

\*

\* @param person

\*/

public void setPerson(Person person) {

this.person = person;

firstNameField.setText(person.getFirstName());

lastNameField.setText(person.getLastName());

streetField.setText(person.getStreet());

postalCodeField.setText(Integer.toString(person.getPostalCode()));

cityField.setText(person.getCity());

birthdayField.setText(DateUtil.format(person.getBirthday()));

birthdayField.setPromptText("dd.mm.yyyy");

}

/\*\*

\* Devuelve true si el usuario ha pulsado OK, false si no lo ha pulsado.

\* @return

\*/

public boolean isOkClicked() {

return okClicked;

}

/\*\*

\* Lo ejecuta cuando el usuario pulsa ok.

\*/

@FXML

private void handleOk() {

if (isInputValid()) {

person.setFirstName(firstNameField.getText());

person.setLastName(lastNameField.getText());

person.setStreet(streetField.getText());

person.setPostalCode(Integer.parseInt(postalCodeField.getText()));

person.setCity(cityField.getText());

person.setBirthday(DateUtil.parse(birthdayField.getText()));

okClicked = true;

dialogStage.close();

}

}

/\*\*

\* Lo ejecuta cuando el usuario pulsa cancel.

\*/

@FXML

private void handleCancel() {

dialogStage.close();

}

/\*\*

\* Valida la nueva entrada de usuario en los campos de texto.

\*

\* @ Devuelve true si la entrada es válida

\*/

private boolean isInputValid() {

String errorMessage = "";

if (firstNameField.getText() == null || firstNameField.getText().length() == 0) {

errorMessage += "Nombre no válido!\n";

}

if (lastNameField.getText() == null || lastNameField.getText().length() == 0) {

errorMessage += "Apellido no válido!\n";

}

if (streetField.getText() == null || streetField.getText().length() == 0) {

errorMessage += "Calle no válida!\n";

}

if (postalCodeField.getText() == null || postalCodeField.getText().length() == 0) {

errorMessage += "Código Postal no válido!\n";

} else {

// try to parse the postal code into an int.

try {

Integer.parseInt(postalCodeField.getText());

} catch (NumberFormatException e) {

errorMessage += "Código Postal no válido (Debe ser un número entero)!\n";

}

}

if (cityField.getText() == null || cityField.getText().length() == 0) {

errorMessage += "Ciudad no válida!\n";

}

if (birthdayField.getText() == null || birthdayField.getText().length() == 0) {

errorMessage += "Fecha de cumpleaños no válida!\n";

} else {

if (!DateUtil.validDate(birthdayField.getText())) {

errorMessage += "Fecha de cumpleaños no válida. Debe tener el formato dd.mm.yyyy!\n";

}

}

if (errorMessage.length() == 0) {

return true;

} else {

// Show the error message.

Dialogs.create()

.title("Datos erroneos")

.masthead("Corrija los datos erroneos")

.message(errorMessage)

.showError();

return false;

}

}

}

Algunas cuestiones relativas a este controlador:

* El método setPerson(...) puede ser invocado desde otra clase para establecer la persona que será editada.
* Cuando el usuario pula el botón OK, el método handleOk() es invocado. Primero se valida la entrada del usuario mediante la ejecución del método isInputValid(). Sólo si la validación tiene éxito el objeto persona es modificado con los datos introducidos por el usuario. Esos cambios son aplicados directamente sobre el objeto pasado como argumento del método setPerson(...)!
* El método boolean okClicked se utiliza para determinar si el usuario ha pulsado el botón OK o el botón Cancel.

**Enlaza la vista y el controlador**

Una vez creadas la vista (FXML) y el controlador, necesitamos vincular el uno con el otro:

1. Abre el archivo PersonEditDialog.fxml.
2. En la sección *Controller* a la izquierda selecciona PersonEditDialogController como clase de control.
3. Establece el campo **fx:id** de todas los TextField con los identificadores de los atributos del controlador correspondientes.
4. Especifica el campo **onAction** de los dos botones con los métodos del controlador correspondientes a cada acción.

**Abriendo la ventana de diálogo**

Añade un método para cargar y mostrar el método de edición de una persona dentro de la clase MainApp:

**MainApp.java**

import ch.makery.address.view.PersonEditDialogController;

/\*\*

\* Abre la ventana de diálogo para editar los detalles de una persona específica.

\* Si el usuario pulsa ok, los cambios son guardos en el objeto persona proveido y es

\* devuelto el valor true.

\*/

public boolean showPersonEditDialog(Person person) {

try {

// Carga el fichero fxml y creo un nuevo escenario con la ventana emergente.

FXMLLoader loader = new FXMLLoader();

loader.setLocation(MainApp.class.getResource("view/PersonEditDialog.fxml"));

AnchorPane page = (AnchorPane) loader.load();

// Crea el escenario de diálogo.

Stage dialogStage = new Stage();

dialogStage.setTitle("Edit Person");

dialogStage.initModality(Modality.WINDOW\_MODAL);

dialogStage.initOwner(primaryStage);

Scene scene = new Scene(page);

dialogStage.setScene(scene);

// Añade la clase persona al controlador.

PersonEditDialogController controller = loader.getController();

controller.setDialogStage(dialogStage);

controller.setPerson(person);

//Muestra el diálogo y espera a que el usuario la cierre.

dialogStage.showAndWait();

return controller.isOkClicked();

} catch (IOException e) {

e.printStackTrace();

return false;

}

}

Añade los siguientes métodos a la clase PersonOverviewController. Esos métodos llamarán al método showPersonEditDialog(...) desde MainApp cuando el usuario pulse en los botones *new* o *edit*.

**PersonOverviewController.java**

/\*\*

\* Lo ejecuta cuando el usuario pulsa el botón nuevo. Abre la ventana de edición

\* que muestra los detalles de la clase persona.

\*/

@FXML

private void handleNewPerson() {

Person tempPerson = new Person();

boolean okClicked = mainApp.showPersonEditDialog(tempPerson);

if (okClicked) {

mainApp.getPersonData().add(tempPerson);

}

}

/\*\*

\* Lo ejecuta cuando el usuario pulsa el botón editar. Abre la ventana de edición.

\* que muestra los detalles de la clase persona.

\*/

@FXML

private void handleEditPerson() {

Person selectedPerson = personTable.getSelectionModel().getSelectedItem();

if (selectedPerson != null) {

boolean okClicked = mainApp.showPersonEditDialog(selectedPerson);

if (okClicked) {

showPersonDetails(selectedPerson);

}

} else {

// Nothing selected.

Dialogs.create()

.title("Sin Selección")

.masthead("Persona no seleccionada")

.message("Seleccione una persona de la tabla.")

.showWarning();

}

}

Abre el archivo PersonOverview.fxml mediante Scene Builder. Elige los métodos correspondientes en el campo *On Action* para los botones *new* y *edit*.

**¡Ya está!**

Llegados a este punto deberías tener una aplicación de *libreta de contactos* en funcionamiento. Esta aplicación es capaz de añadir, editar y borrar personas. Tiene incluso algunas capacidades de validación para evitar que el usuario introduzca información incorrecta.